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Abstract

A primary challenge for science educators is to develop ways to help students
understand new ideas that cannot be directly observed. The application of computer
simulations is one method instructors may use to address the problem of teaching for
conceptual understanding. The use of computer simulations for science teaching is
increasing steadily because simulations provide students with the opportunity to witness
or "perform" experiments that might otherwise be too expensive, too time consuming, or
too dangerous for them to do in the lab. Simulation, in general, is a very effective way for
both a student and a professional to visualize concepts and ideas and to check the
accuracy of results generated theoretically. Typically, computer simulations represent
real world events on the computer and allow students to observe new phenomena by
performing various manipulations t.hat affect the on-screen events.

Here, at the University of Rhode Island, introductory computer science courses
include computer organization and architecture with concepts that can often be difficult
to grasp. This dilemma lays the foundation for the need for educational software
“simulation” which better enables students to understand the concepts and ideas
presented in class. In this project, we set to design and develop LogicCity, a prototype

model of an on-line interactive digital logic design simulator that will be used as a



teaching aid by complementing class discussions. LogicCity can be used as a stand-alone
application or it can be incorporated into the Web as an applet. Students may use this
simulator as a tool to build combinational digital circuits and generate accurate results. It
is also designed to work in conjunction with the coaching material of an introductory

computer organization course.
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Preface

This thesis has been prepared in the standard format for theses as given in the
Statement on Thesis and Dissertation Preparation of the Graduate School of the
University of Rhode Island.

This thesis is divided into six chapters. Chapter One is an introduction to the use
of software in education. Chapter Two presents background and related research, and a
discussion of the general uses of simulation in education. In Chapter Three, logic
simulation, algorithms, and available products and their limitations are all introduced. A
brief discussion of the Java programming language and the reasons behind our choice of
Java for the implementation language are given in Chapter Four. An introduction to my
prototype simulator model, LogicCity, and a detailed presentation of its features are also
included in Chapter Four. Chapter ‘Five discusses the model's data structures, the various
algorithms used, and the design challenges we faced and then overcame. Chapter Six is a
conclusion to my thesis and discusses the limitations and potential future enhancements

of LogicCity.
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Chapter 1

Introduction

Developments in basic electronics and in hardware components of computer and
communication systems by major corporations are proceeding very rapidly, independent
of any educational considerations. Vast changes in the capability and economics of
computing and communication systems imply a number of changes for education. In
addition, changes in the efficiency of hardware has increasing impact on all aspects of
business, government, industry, media and communication - changes to which education
must respond [13].

Educational technologies are not single technologies but complex combinations of
hardware and software [21]. Using the term "computer" means more than merely the
basic components -- the monitor, keyboard, mouse, e‘éc. It includes multimedia capability
that computers can support, and peripheral devices connected with computers like
modems. From the standpoint of education, importance is stressed on the material
delivered, rather than the hardware delivering it. Currently, computerized education can
be divided into four basic groups [13]:

1. Typically a tutorial, presented in a workbook format, controls the material

presented to the student.












captivating animation and video, and interactive devices that students can control and

manipulate are all necessary elements of successful educational software.

database: {passive)
* with text
* with a language
* writh a graphic
mathematical model
eXpert sysem
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COMMUNICATION
input output
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keyboand: screen:
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* functionkeys * animation
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* in pull down menu's student or trame%ﬁspemﬂmsdpmlw
* in inclick regio's uman voice
joystick ¢ * speech generation
lightpen e::(tmg Monitox:
microphone: video
* wrord recognition * others
* speech recognition

Figure 1.2 - Presentation techniques, acceptation techniques and communication techniques (special media
as well as special software procedures) as they occur in educational software.

A good example of educational software with an interactive format that keeps the
students attentive and stimulated is NEWTON (See Figure 1.3). This software has been
designed and developed at the Computer Science Department at the University of Rhode
Island. We have used it in graduate courses as well as undergraduate courses. NEWTON
is a package that allows the students to solve mathematical equations. It has a very nice

and effective interface that clearly displays the equation being manipulated along with all
































































































































































































































































































































































































}// end if(simulator.buildCircuit)
else // else run the simulation

runSimulation();
}// end else if(simulator.buildCircuit)
}// end mouseClicked

public void deleteGate()
//** This method when invoked on a gate, erases this gate from the canvas
//** and deletes it also from the data structure. Then it refreshes the screen.
{
LogicGate theGateJustErased = null;
LogicGate theGateConnected = null;
LogicGate tempGate = null;
int topIndex = -1; // position of the gate connected to this gate's top input pin is set to null.
int bottomIndex = -1; //position of the gate connected to this gate's bottom input pin is set to null.
int deletedGatelndex = -1;
final int topPin = 1;  // digit value of top input pin.
final int bottomPin = 2; // digit value of bottom input pin.

/1 go through all the gates in the circuit.
for(int counter = 0; counter < logicCircuit.size(); ++counter)

// find out the gate just clicked.
theGateJustErased = ((LogicGate) logicCircuit.clementAt(counter)).whichGate(mouseClickPoint);
if(theGateJustErased !=null) //if gate is found.
{
deletedGateIndex = theGateJustErased.gatelndex;
if(theGateJustErased.topPinConnection != null)
{
topIndex = theGateJustErased.topPinConnection.gateIndex;
theGateConnected = ((LogicGate) logicCircuit.elementAt(topIndex));
theGateConnected.connectionVector.removeElement(theGateJustErased);
theGateConnected = null;
}// end if(theGateJustErased.topPinConnection != null)

if(theGateJustErased.bottomPinConnection != null)

bottomIndex = theGateJustErased.bottomPinConnection.gateIndex;
theGateConnected = ((LogicGate) logicCircuit.elementAt(bottomIndex));
theGateConnected.connectionVector.removeElement(theGateJustErased);
theGateConnected = null;

}// end if(theGateJustErased.bottomPinConnection != null)

theGateJustErased.connectionVector.removeAllElements();

logicCircuit.removeElement(theGateJustErased);

theGateJustErased = null;

}// end if(theGateJustErased != null)
}// end for

// the following loop is designed to sweep through a circuit and

// reset any tempGate's information that has been changed after deletion
/1 of a gate connected to this tempGate.

for(int count = 0; count < logicCircuit.size(); ++count)

// go through all gates in circuit.
tempGate = ((LogicGate) logicCircuit.elementAt(count));
if(tempGate.topPinConnection != null) // if top pin is connected.

// and the gate deleted is the one connected to this tempGate.

if(tempGate.topPinConnection.gatelndex == deletedGatelndex)

{
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public void mouseEntered(MouseEvent event)
//** This method is called every time the mouse enters a registered component.
//** Tt is used here to initialize a logic circuit to the correct pin values
//** of each gate.

{
String myString ="";
String string = event.getComponent().getClass().getName();
StringTokenizer stringTokenizer = new StringTokenizer(string,".");
while (stringTokenizer.hasMoreTokens()) // parse the info string.

{

myString = stringT okenizer.nextToken(); // get next token in string.
}// end while

if(myString.compareTo("Button") == 0) //is the click on the function button?

// run initial simulation when function button clicked.
initializeCircuit();

}// end mouseEntered

public void mouseExited(MouseEvent event)
}// end mouseExited

public void mousePressed(MouseEvent ¢)

//** this method is called every time the mouse is pressed down.

{
this.xCoordinate = e.getX(); //set the cursor coords to this mouse position.
this.yCoordinate = e.getY();

String colorString;
colorString = simulator.colorChoice.getSelectedItem();

if(colorString.equals("LAVENDER")) // is the click on the default setting?
setBackground(new Color(204, 204, 255));
i}f(colorString.equals("WHITE")) // is the click on the default setting?
{ setBackground(new Color(255, 255, 255));
gf(colorString.equals("GREY”)) /1 is the click on the default setting?
setBackground(new Color(217, 217, 217));
i}f(colorString.equals("BEIGE")) // is the click on the default setting?
setBackground(new Color(255, 255, 204)),
i}f(colorString.equals("OLIVE")) // is the click on the default setting?
setBackground(new Color(66, 99, 66));
i}f(colorString.equals("BLUE")) // is the click on the default setting?
setBackground(new Color(99, 204, 255));
i}f(colorString.equals("P[NK")) /I is the click on the default setting?
setBackground(new Color(255, 204, 255));

}
if(colorString.equals("GREEN")) // is the click on the default setting?
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{
setBackground(new Color(66, 255, 204));

}
if(colorString.equals("ORANGE")) // is the click on the default setting?
setBackground(new Color(255, 204, 99));

}
if(colorString.equals("YELLOW™)) // is the click on the default setting?

{
setBackground(new Color(255, 255, 66));

)
repaint();
}// end mousePressed

public void mouseMoved(MouseEvent ¢)
//** this method is called every time the mouse is moved.

if(simulator.buildCircuit)
if(currentState == connectGate)

this.xCoordinate = e.getX();
this.yCoordinate = e.getY();
repaint(); // to show the line connection is following the mouse.

}// end if(simulator.buildCircuit)
¥// end mouseMoved

public void mouseDragged(MouseEvent ¢)
//** this method is called every time the mouse is dragged.

{

Point anchorPoint = null;

if(anchorPoint == null) // get mouse click position.

{

anchorPoint = new Point(e.getPoint());

)

else

{

anchorPoint.x = e.getX();
anchorPoint.y = e.getY();

if(simulator.buildCircuit)

/1 go through all the gates in the circuit.
for(int counter = 0; counter < logicCircuit.size(); ++counter)

if(logicGate == null)

// find out the gate just clicked.
logicGate = ((LogicGate) logicCircuit.elementAt(counter)). whichGate(anchorPoint);
)
}// end for
if(logicGate !=null) // if a gate is found.
{
/freposition it at the new location.
GetUpdatedLocation(e.getX(),e.getY());
repaint();  // refresh screen display.

}// end if(simulator.buildCircuit)
}// end mouseDragged
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private void propagateState()
//** This method is used to connect logically two gates together, by propagating
//** a signal from the output of one gate to an input of another gate.

{
final int topPin = 1,  // digit value of top input pin.
final int bottomPin =2;  // digit value of bottom input pin.

if(whichInputPin == topPin) // if the top pin is selected.

// set both ends of the line connecting the two gates to be equal.
theDestinationGate.topPinConnection = theOriginatingGate;

else if(whichInputPin == bottomPin) // same case as above.

{

theDestinationGate.bottomPinConnection = theOriginatingGate;

}

// store this connection into the connectionVector.
theOriginatingGate.connectionVector.addElement(theDestinationGate);
theDestinationGate = null; // deselect the receiving gate.
theOriginatingGate = null; // deselect the sending gate.
currentState = createGate;

}// end propagateState

private void GetUpdatedLocation(int newXCoordinate, int newY Coordinate)
//** this method updates the gate position on the canvas.

{

boolean gatePositionChanged = false;
if(logicGate != null)

if((newXCoordinate / logicGate.gridWidth) * logicGate.gridWidth) + (logicGate.gridWidth / 2) 1=
logicGate.xCoordinate)

logicGate.xCoordinate = ((newXCoordinate / logicGate.gridWidth) * logicGate.gridWidth) +
(logicGate.gridWidth / 2);
gatePositionChanged = true;

}

if(((newYCoordinate / logicGate.gridHeight) * logicGate.gridHeight) + (logicGate.gridHeight / 2) !=
logicGate.yCoordinate)

logicGate.yCoordinate = ((newYCoordinate / logicGate.gridHeight) * logicGate.gridHeight) +
(logicGate.gridHeight / 2),
gatePositionChanged = true;

}

if(gatePositionChanged)

{
repaint();

)
¥/ end if(logicGate != null)
}// end GetUpdatedLocation

public void paint(Graphics g)
// paint specifies how object g is to be displayed.
{
update(g);
}// end paint

public void update(Graphics g)
//** this method is used to override the class's update function. it paints
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//** objects to an off-screen image and then displays this image on screen.
//** this way, flashing of moving objects and signals changing is eliminated.

{

final int topPin=1;  // digit value of top input pin.

final int bottomPin = 2; // digit value of bottom input pin.

final int outputPin = 3; // digit value of output pin.

Dimension d = getSize(); // get dimensions of the canvas's drawing area.

// create an off-screen graphics drawing environment if none existed
// or if the user resized the drawing area to a different size.
if((offScreenGraphics = null) || (d.width != offScreenDimension.width)
|| (d.height != oftScreenDimension.height))
{
offScreenDimension = d;
offScreenlmage = createlmage(d.width, d.height);
offScreenGraphics = offScreenlmage.getGraphics();
}

// erase the previous image.
offScreenGraphics.setColor(getBackground());
offScreenGraphics.fillRect(0,0,d.width,d.height);
offScreenGraphics.setColor(Color.black);

// paint a border around the drawing area.
offScreenGraphics.draw3DRect(0,0,d. width - 1,d.height - 1,true);
offScreenGraphics.draw3DRect(0,0,d.width - 2.d.height - 2,true);

// draw all gates in the circuit onto the off-screen image.
for(int counter = 0; counter < logicCircuit.size(); ++counter)

((LogicGate) logicCircuit.elementAt(counter)).displayGate(offScreenGraphics);

if(simulator.buildCircuit) // if in build mode.

{
if(logicGate !=null) // if dragging a gate, display it onto the off-screen image.

logicGate.displayGate(offScreenGraphics);
)

if(currentState == connectGate) // if connecting up gates.

if(theDestinationGate !=null) // if there is a gate receiving a connection.
{
/I if a gate is selected by clicking its top input pin, draw a
// connection line from that pin to where ever the mouse goes.
if(whichInputPin == topPin)
{

if(theDestinationGate.isConnectorObject)

offScreenGraphics.drawLine(theDestinationGate.xCoordinate - 24,
theDestinationGate.yCoordinate, xCoordinate, yCoordinate);

else if(theDestinationGate.isNotGate)
offScreenGraphics.drawLine(theDestinationGate.xCoordinate - theDestinationGate.gridWidth / 2 ,

theDestinationGate.yCoordinate - theDestinationGate.gridHeight /4 + 5,
xCoordinate,yCoordinate);
}

else

offScreenGraphics.drawLine(theDestinationGate.x Coordinate - theDestinationGate.gridWidth / 2 ,
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theDestinationGate.yCoordinate - theDestinationGate.gridHeight / 4 ,
xCoordinate,yCoordinate);

}

else if(whichInputPin == bottomPin)
// if a gate is selected by clicking its bottom input pin, draw a
// connection line from that pin to where ever the mouse goes.

if(theDestinationGate.isConnectorObject)

offScreenGraphics.drawLine(theDestinationGate.x Coordinate,
theDestinationGate.yCoordinate, xCoordinate, yCoordinate);

)

else

offScreenGraphics.drawLine(theDestinationGate.xCoordinate - theDestinationGate.gridWidth / 2,
theDestinationGate.yCoordinate + theDestinationGate.gridHeight / 4,
xCoordinate,yCoordinate);

)

}// end if(theDestinationGate != null)
else if(theOriginatingGate != null) // if there is a gate sending a connection.
{
/I if a gate is selected by clicking its output pin, draw a
// connection line from that pin to where ever the mouse goes.
if(theOriginatingGate.isConnectorObject)

offScreenGraphics.drawLine(theOriginatingGate.xCoordinate - 15,
theOriginatingGate.yCoordinate, xCoordinate, yCoordinate);
}

else

offScreenGraphics.drawLine(theOriginatingGate.xCoordinate + theOriginatingGate.gridWidth / 2,
theOriginatingGate.yCoordinate ,
xCoordinate,yCoordinate);

)
}// end else if(theOriginatingGate != null)
}// end if(currentState == connectGate)
} // end if(simulator.buildCircuit)
else  // else display the results of running the simulation,
{ /I by showing the states of the pins of all gates in the circuit.
for(int counter = 0; counter < logicCircuit.size(); ++counter)

((LogicGate) logicCircuit.elementAt(cdunter)).displayStates(offScreenGraphics);
}// end if(simulator.buildCircuit)
// paint the off-screen image to the application's viewing window.
g.drawlmage(offScreenlmage,0,0,this);

}// end update
}// end MyCanvas class
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Appendix B

System Manual

LogicCity is a digital logic simulator used for entering a logic circuit schematic
and performing simulations of its behavior. You will only need a few minutes before you
begin to use the system. The next few paragraphs detail how to use the simulator
software. If you have questions that are left unanswered, please feel free to contact your

instructor for further explanations.

B.1 How to Build Circuits

When LogicCity software is started, a circuit window used for drawing a logic
circuit schematic opens up. This window (canvas) has a menu on the left side of the
canvas composed of buttons with each button representing a different gate or circuit part.
To create a gate and display it on the canvas, simply foHow these three easy steps.

1. First make sure that the master switch button is set to build mode. The master switch
is found at he top left of the screen (labeled Function). A label, displaying the current
mode of the switch, is placed next to the master switch.

2. Next, simply click the mouse on the desired gate button from the menu and move the
mouse over to the canvas area.

3. Finally, choose a location for your gate and click the mouse again at that position.

The selected gate or circuit part will appear at the desired location.
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To create additional gates, just follow the above steps as many times as needed.

Once you have loaded a few gates into the canvas, they can easily be wired
together.
1. First, decide which two gates are to be connected.
2. Then choose the gate that is sending the output signal and click its output pin.
3. Next, move the mouse over to the second gate to be connected and click the mouse

over an input pin to finalize the connection procedure.

The simulator draws a line between the two selected pins. If you want to route wires
around the gates to keep the circuit clean and comprehendible, connector objects are
available in the parts menu. To place connector objects on the canvas, follow the same
steps used to place logic gates. A connector simply acts as a pass through buffer; it has no
value to the logic circuit except to make it look cleaner by routing wires around in neat

manner.

B.2 Entering Input Signals / Trapping Output Signals

Once you have built a log.ic circuit, you will need to create one or more input
objects depending on your circuit design. Input objects are used to enter input signals into
a circuit. Again, placing input objects is done exactly the same way as placing logic
gates. After you create an input object:

1. First click the pin used to send the signal out to the circuit
2. Then move the mouse over to the desired location

3. Finally, click the mouse once more to connect the input object to the circuit.
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You can continue in this manner to wire other input objects. To obtain an output from a
circuit, you will need to create and connect an output object (in the same fashion you
created and connected the input object) to the logic circuit. Output signals are provided to

present the circuit outputs in a clear visual way.

B.3 How to Edit a Circuit

Making a mistake while building a logic circuit is inevitable. So an edit menu
composed of four buttons is provided at the top of the canvas. The four buttons are —
“open,” “save,” “erase,” and “clear all.” If you wish to erase a gate from the canvas,
simply click the “erase” button (this activates the erase mode), and then click the object
that you want to delete. The simulator will delete the selected gate by clearing its position
on canvas. Every time you need to erase an object from the canvas, you will need to click
the erase button first and then the object second. The erase mode is activated only once
per click for security reasons to avoid the accidental erasure of an object if the user is not
paying attention.

If the entire screen is desired to be cleared, just click on the “clear all” button. A
pop up dialog box, with two optioﬁs, will appear to confirm your request. You have the
option to:

e Click on the “cancel” button to get back to the circuit or
e Click on the “ok” button to go ahead and delete the whole circuit. If the circuit is

deleted entirely, the canvas is refreshed and displays an empty screen. At that point,

the simulator is ready to either build another circuit or open an existing one.
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When in the early stages of development, you can never predict how a circuit will
actually look. Some components may be too close to each other or in the wrong lécation,
or you may need to scatter some congested areas of the circuit for better clarity. Moving a
circuit component around the canvas is easy to do. Just click and hold down the mouse
over the desired object and then drag the component to any new location. Gates will
easily move around even if they are connected. All wire connections will follow along

with the relocated object.

B.4 How to Save and Open a Circuit

Saving a circuit is easily accomplished by clicking on the “save” button after a
logic circuit is built. A dialog box with standard Windows format will pop up. Inside the
box one can see the file system of the computer used. The user can navigate to the desired
directory and then type in a name for the new circuit. If the name given is already used,
the system will advise to that fact and prompts again for another file name. Pushing
“enter” sends the new name to the simulator program, which then displays the new file
name at the top of the canvas.

To open an already existing circuit, just click on the “open” button from the edit
menu at the top of the screen. If there is a circuit in the canvas at the time the “open”
button is clicked, a dialog box that asks the user what to do with the present circuit
appears. At this point, you can:

o First save the circuit before opening another one or
e Ignore the dialog box, which will automatically delete the present circuit once the

new circuit appears.
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If the canvas is empty at the time the “open” button is clicked, then the “open” dialog box
will appear and wait for the user to select a circuit from the computer's filing system. The
user can type the name of the desired circuit or just click on its icon to select it. Pushing
“enter” sends the message to the simulator, which will search the filing system, locate the

selected file, and produce the circuit as a logic schematic on screen.

B.5 How to Simulate a Circuit

When the circuit is ready for simulation, you can click on the master switch to
switch from the edit mode to the simulate mode. After this button is clicked, the states of
all objects in the circuit are displayed. All input pins and output pins have either a ‘0’ or a
‘1’ next to them. A ‘0’ value represents logic ‘low’ and is displayed in black, while ‘1’
represent logic ‘high’ and is displayed in red. Initially all input signals to the circuit are
set by default to ‘low,” but you can change the input state by toggling the input object.
Toggling is achieved by clicking inside the body of the input object. Input objects are
initially displayed in blue, but once toggled to ‘high’ its output pin is drawn in red to
visually display that a ‘high’ signal is being sent. If an output of the circuit (drawn in
light Grey) receives a ‘high’ signal, the whole body of the output object distinctly glows
in red. When input objects are toggled, the effect propagates throughout the entire circuit

changing the states of all affected gates.

B.6 How to Change the Background Color

The window's background color can easily be changed in either build or simulate

modes by using the pull-down menu provided at the bottom left of the canvas. A click on
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the menu extends the body of the menu to show the ten color selections available. By
clicking on the color of interest and then clicking on the canvas once, the new color takes

effect immediately.
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