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ABSTRACT

Protein structure largely determines functionality; three-dimensional structural alignment is thus important to analysis and prediction of protein function. Protein Local Alignment Tool (PLAT) is an implementation of a web-based tool with a graphic interface that performs local protein structure alignment based on user-selected amino acids. Global alignment compares entire structures; local alignment compares parts of structures. Given input from the user and the RCSB Protein Data Bank, PLAT determines an optimal translation and rotation that minimizes the distance between the structures defined by the selected inputs.
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CHAPTER 1

Introduction

Protein-protein interactions are fundamental to cellular activities. The threedimensional structure of a protein largely determines how it functions with other molecules on the proteomic scale, and local structural similarities may be used to predict function [1, 2].

Families of related proteins that perform similar functions can have members with varying degrees of dissimilarity in overall conformation with similar functional centers or substructures preserved across members. The functionality of each member of such a family results from its unique grouping of similarities and dissimilarities; for example, each protein in a family such as the Ras superfamily [3] may perform a similar function using a similar functional center, but in response to different environmental conditions that interact with the dissimilar parts of the structures [4].

A protein is not necessarily constrained to having a single shape; it may fold into different structural conformations as a result of the presence of other proteins or other environmental factors. Some conformational changes may result in disease, as in Alzheimers disease, where misfolded amyloid beta peptide 1-42 proteins that normally penetrate the neuron cell membrane instead accumulate as plaques outside the cell [5].

The Research Collaboratory for Structural Bioinformatics Protein Data Bank (RCSB PDB) [6] stores files that describe three dimensional structure and additional attributes of proteins and other macromolecules. The PDB web site [7] offers search options for locating PDB entries and tools for visualizing proteins. PDB entries are frequently used to provide data for structural comparisons. The PDB
contains over 128,000 entries and is accessed monthly by about 286,000 unique visitors [8], and calls itself “the single worldwide archive of structural data of biological macromolecules” [9].

Structural alignment techniques compare three-dimensional structure, and deal largely with tertiary and secondary structure. Structural alignment relies on information about three-dimensional conformations, and so can only be used with structural data. Though structures are usually determined through experimental methods and stored in the PDB [7, 6], theoretical structures may be constructed by structure prediction methods.

Protein structural alignments may be global or local. A global alignment of two proteins endeavors to align the spatial structure of one protein with the spatial structure of another protein. The distance between structures is generally measured by the root-mean-square deviation (RMSD) distance between the aligned input structures [10]. While global alignments take into account overall protein structure, local alignments perform similar operations on selected local sections of the global structure, minimizing the RMSD of the sections under consideration without regard to the remainder of global structure. Local alignment techniques can facilitate the analysis of local structural similarities that may predict function. Global alignment may align local substructures sub-optimally in favor of less similar but more numerous correspondences between the other parts of the proteins. If two proteins have identical sub-structures accompanied by significantly different overall structures, then a global alignment may not align the substructures optimally.

Existing tools that perform local alignments may restrict selection of substructure to predefined regions of a molecule, or may constrain the correspondence between query and reference structures in ways that make it difficult to compute
alignments between local substructures such as functional centers or binding sites.

1.1 Goal and Objectives

The goal of this work is to develop a web-based application that performs local protein molecule structure alignments based on user-selected amino acid sequences in each molecule being aligned. Toward that goal, this work has the following objectives:

1. The application will be web-based, with a graphical user interface (GUI) for selecting regions of structure.

2. The user interface will provide cues that facilitate correct identification of the items being selected.

3. The application will obtain structure data from the PDB.

4. The application will perform local structural alignments.

1.2 Results

The PLAT application described herein meets the objectives set forth above. PLAT performs local protein molecule structure alignment between two molecules based on user-selected amino acids. Amino acids are selected through a web-based GUI that obtains structure data from the PDB.

1.3 Outline

The PLAT application is described in the following sections. The Background section describes how protein structure data is represented in the PDB and the mechanisms for programmatically retrieving and processing PDB data; related work is also described. The Methods section describes the computation of alignments, the application design and principal technologies employed, and communication between the user and between application components. The Results section
compares the application and the objectives described, and describes the observed results produced by the application. Finally, the Conclusions section discusses conclusions and further work.
CHAPTER 2

Background

2.1 Protein Data Bank Representation of Structure

PDB entries may contain general structural descriptions, citations of papers that describe the molecule, the experimental methods used to determine its structure and its sequence of amino acid residues, a list of atoms and their coordinates, secondary structure annotations, and disulfide bonds and other linkages. Experimental methods used to determine structure include X-ray crystallography, NMR spectroscopy, and cryo-electron microscopy [11].

2.1.1 Organizational Levels of Protein Structure

From a structural perspective, protein molecules are comprised of one or more chains of amino acid residues held together by peptide bonds. Amino acids have a structure consisting of atoms, each of which has a location in three dimensional space. The structure of a protein molecule is characterized at four levels of organization: primary, secondary, tertiary, and quaternary; the three latter levels describe the three-dimensional spatial arrangement of the protein molecule. Each level is represented in the PDB.

2.1.2 Primary Structure in the PDB

Primary structure is the sequence of amino acids in a peptide bonded chain. Amino acids are formed from a carboxyl group (-COOH), an amine group (-NH2), and a carbon atom, termed the \(\alpha\)-carbon, bound to a side chain, or R-group, that varies with the individual amino acid. Figure 1 illustrates the amino acid Lysine, with the \(\alpha\)-carbon atom bound to the carboxyl acid group, amine group, and the side chain contains four additional groups with carbon atoms labeled \(\beta\) through \(\epsilon\). The amine groups of one amino acid forms peptide bonds with the carboxyl
group of another amino acid [12] in succession to form a chain. The sequence of α-carbons associated with the peptide bonds linking amino acid residues forms the backbone of the amino acid chain. As primary structure is represented as the sequence of linked amino acids, the structural representation of the backbone is the sequence of spatial coordinates of its α-carbons.

The PDB represents primary structure in the form of SEQRES [13] records that contain the sequence of three-character amino acid codes. Table 2 shows an example of PDB SEQRES records for protein P21-H-Ras. Figure 2 shows a 3D rendering of P21-H-Ras structure with C, O, and N atoms represented as spheres, while Figure 3 illustrates the corresponding backbone formed by the sequence of bonds between the amino acids, using the spatial coordinates of the amino acid α-carbons. Appendix A contains a table of amino acid names and codes.

Figure 1: Lysine with side chain carbon atoms

2.1.3 Secondary Structure in the PDB

Secondary structure is a higher level of representation of three dimensional structure describing localized three dimensional features. Hydrogen-bonding interactions between amino acid residues along the polypeptide chain can cause the chain to fold into characteristic localized stable structures or pleated segments, the most common of which are α-helices and β-sheets. Secondary structure turns pro-
Table 1: PDB ATOM Records Listing P21-H-Ras Chain A Lysine at position 5
(Source: PDB entry 121P [7, 6, 14])

<table>
<thead>
<tr>
<th>ATOM</th>
<th>37</th>
<th>N</th>
<th>LYS A</th>
<th>5</th>
<th>-3.316</th>
<th>27.216</th>
<th>3.592</th>
<th>1.00</th>
<th>15.93</th>
<th>N</th>
</tr>
</thead>
<tbody>
<tr>
<td>ATOM</td>
<td>38</td>
<td>CA</td>
<td>LYS A</td>
<td>5</td>
<td>-3.586</td>
<td>27.580</td>
<td>4.978</td>
<td>1.00</td>
<td>16.80</td>
<td>C</td>
</tr>
<tr>
<td>ATOM</td>
<td>39</td>
<td>C</td>
<td>LYS A</td>
<td>5</td>
<td>-2.569</td>
<td>26.825</td>
<td>5.797</td>
<td>1.00</td>
<td>14.24</td>
<td>C</td>
</tr>
<tr>
<td>ATOM</td>
<td>40</td>
<td>O</td>
<td>LYS A</td>
<td>5</td>
<td>-2.898</td>
<td>25.602</td>
<td>5.979</td>
<td>1.00</td>
<td>14.36</td>
<td>C</td>
</tr>
<tr>
<td>ATOM</td>
<td>41</td>
<td>CB</td>
<td>LYS A</td>
<td>5</td>
<td>-5.006</td>
<td>27.164</td>
<td>5.387</td>
<td>1.00</td>
<td>18.79</td>
<td>C</td>
</tr>
<tr>
<td>ATOM</td>
<td>42</td>
<td>CG</td>
<td>LYS A</td>
<td>5</td>
<td>-5.762</td>
<td>28.262</td>
<td>6.168</td>
<td>1.00</td>
<td>24.69</td>
<td>C</td>
</tr>
<tr>
<td>ATOM</td>
<td>43</td>
<td>CD</td>
<td>LYS A</td>
<td>5</td>
<td>-5.662</td>
<td>28.204</td>
<td>7.126</td>
<td>1.00</td>
<td>35.19</td>
<td>C</td>
</tr>
<tr>
<td>ATOM</td>
<td>44</td>
<td>CE</td>
<td>LYS A</td>
<td>5</td>
<td>-8.341</td>
<td>28.470</td>
<td>8.439</td>
<td>1.00</td>
<td>23.75</td>
<td>C</td>
</tr>
<tr>
<td>ATOM</td>
<td>45</td>
<td>NZ</td>
<td>LYS A</td>
<td>5</td>
<td>-3.792</td>
<td>29.796</td>
<td>8.192</td>
<td>1.00</td>
<td>22.37</td>
<td>N</td>
</tr>
</tbody>
</table>

Table 2: PDB SEQRES Records Listing P21-H-Ras Primary Structure
(Source: PDB entry 121P [7, 6, 13])

<table>
<thead>
<tr>
<th>SEQRES</th>
<th>1</th>
<th>A</th>
<th>166</th>
<th>MET THR GLU TYR LYS LEU VAL VAL VAL GLY ALA GLY GLY</th>
</tr>
</thead>
<tbody>
<tr>
<td>SEQRES</td>
<td>2</td>
<td>A</td>
<td>166</td>
<td>VAL GLY LYS SER ALA LEU THR ILE GLN LEU ILE GLN ASN</td>
</tr>
<tr>
<td>SEQRES</td>
<td>3</td>
<td>A</td>
<td>166</td>
<td>HIS PHE VAL ASP GLU TYR ASP PRO THR ILE GLU ASP SER</td>
</tr>
<tr>
<td>SEQRES</td>
<td>4</td>
<td>A</td>
<td>166</td>
<td>TYR ARG LYS GLN VAL VAL ILE ASP GLY GLU THR CYS LEU</td>
</tr>
<tr>
<td>SEQRES</td>
<td>5</td>
<td>A</td>
<td>166</td>
<td>LEU ASP ILE LEU ASP THR ALA GLN GLU GLU GLU TYR SER</td>
</tr>
<tr>
<td>SEQRES</td>
<td>6</td>
<td>A</td>
<td>166</td>
<td>ALA MET ARG ASP GLN TYR MET ARG THR GLY GLU GLU TYR PHE</td>
</tr>
<tr>
<td>SEQRES</td>
<td>7</td>
<td>A</td>
<td>166</td>
<td>LEU CYS VAL PHE ALA ILE ASN ASN THR LYS SER PHE GLU</td>
</tr>
<tr>
<td>SEQRES</td>
<td>8</td>
<td>A</td>
<td>166</td>
<td>ASP ILE HIS GLN TYR ARG GLU GLN ILE LYS ARG VAL LYS</td>
</tr>
<tr>
<td>SEQRES</td>
<td>9</td>
<td>A</td>
<td>166</td>
<td>ASP SER ASP ASP VAL PRO MET VAL LEU VAL GLY ASN LYS</td>
</tr>
<tr>
<td>SEQRES</td>
<td>10</td>
<td>A</td>
<td>166</td>
<td>CYS ASP LEU ALA ALA ARG THR VAL GLU SER ARG GLN ALA</td>
</tr>
<tr>
<td>SEQRES</td>
<td>11</td>
<td>A</td>
<td>166</td>
<td>GLN ASP LEU ALA ARG SER TYR GLY ILE PRO TYR ILE GLU</td>
</tr>
<tr>
<td>SEQRES</td>
<td>12</td>
<td>A</td>
<td>166</td>
<td>THR SER ALA LYS THR ARG GLN GLY VAL GLU ASP ALA PHE</td>
</tr>
<tr>
<td>SEQRES</td>
<td>13</td>
<td>A</td>
<td>166</td>
<td>TYR THR LEU VAL ARG GLU ILE ARG GLN HIS</td>
</tr>
</tbody>
</table>

vide links among helices and sheets. Secondary structure not classified as helices,
sheets, or turns is classified as coil. Figure 4 illustrates the secondary structures
of P21-H-Ras.

The PDB represents secondary structure through HELIX and SHEET records,
where HELIX records are named, numbered, and typed, and SHEET records are
named and numbered, and both include the sequence numbers of their initial and
final residues [15]. For example, Table 3 contains the HELIX records for P21-H-
Ras, and Table 4 contains the SHEET records.
2.1.4 Tertiary and Quaternary Structure

As an arrangement of secondary structure elements [16], tertiary structure may arise from bonds between amino acids not adjacent along the backbone and from interactions with the surrounding environment, such as hydrophobic effects with a solvent that often result in a roughly globular shape. Figures 2, 3, and 4 are all representative of the tertiary structure of P21-H-Ras. Similarly, quaternary structure is the structure resulting from amino acid residue interactions between two or more polypeptide chains each of which has tertiary structure. PDB entries
do not have explicit tertiary or quaternary structure records; instead, tertiary and quaternary structures are implicitly expressed as the structure of the chains and the structure of the entire molecule.

2.2 PDB Application Programming Interfaces

In addition to web browser based tools for exploring, visualizing, and comparing protein data, the PDB offers an extensive application programming interface (API). APIs specify the expected behavior of and interaction between software components, particularly with respect to syntax, inputs, and outputs, facilitating the sharing of data among components.

The method of exposing an API, i.e., making it available for communication with other software components, varies with the implementation. Web APIs are generally exposed via Hypertext Transfer Protocol (HTTP) protocol, and common...
Table 4: SHEET Records for P21-H-Ras

Note: Empty spaces represent empty fields (Source: PDB entry 121P [7, 6, 15])

<table>
<thead>
<tr>
<th>SHEET</th>
<th>1</th>
<th>S</th>
<th>6</th>
<th>GLU</th>
<th>A</th>
<th>37</th>
<th>ILE</th>
<th>A</th>
<th>46</th>
<th>0</th>
</tr>
</thead>
<tbody>
<tr>
<td>SHEET</td>
<td>2</td>
<td>S</td>
<td>6</td>
<td>GLU</td>
<td>A</td>
<td>49</td>
<td>THR</td>
<td>A</td>
<td>58</td>
<td>-1</td>
</tr>
<tr>
<td>SHEET</td>
<td>3</td>
<td>S</td>
<td>6</td>
<td>THR</td>
<td>A</td>
<td>2</td>
<td>VAL</td>
<td>A</td>
<td>9</td>
<td>1</td>
</tr>
<tr>
<td>SHEET</td>
<td>4</td>
<td>S</td>
<td>6</td>
<td>GLY</td>
<td>A</td>
<td>77</td>
<td>ALA</td>
<td>A</td>
<td>83</td>
<td>1</td>
</tr>
<tr>
<td>SHEET</td>
<td>5</td>
<td>S</td>
<td>6</td>
<td>MET</td>
<td>A</td>
<td>111</td>
<td>ASN</td>
<td>A</td>
<td>116</td>
<td>1</td>
</tr>
<tr>
<td>SHEET</td>
<td>6</td>
<td>S</td>
<td>6</td>
<td>TYR</td>
<td>A</td>
<td>141</td>
<td>GLU</td>
<td>A</td>
<td>143</td>
<td>1</td>
</tr>
</tbody>
</table>

practice is to make them available via URL as a set of remote procedure call (RPC) endpoints [17]. Exposed API components are often generally referred to as web services, and earlier versions of Internet web services were commonly implemented using Simple Object Access Protocol (SOAP) though they have been supplanted by implementations using representational state transfer (REST) [18]. REST does not specify a particular implementation, [19], and REST implementations are referred to as RESTful.

The PDB exposes some 30 RESTful web services classified into search or fetch categories [20]. Many of the current RESTful web services were available as SOAP services until the PDB retired its SOAP services in 2013 [21]. The PDB API makes available third party annotations that are supplied using the Distributed Annotation System (DAS) [22, 23], which distributes data across multiple sites and makes it available to clients as a single view. In 2011, there were an estimated 1,200 DAS servers [23].

The PDB third party annotation web service pdbchainfeatures [20] makes available third party features that include Dictionary of Protein Secondary Structure (DSSP) annotations for secondary structure [24]. DSSP assigns secondary structure according to hydrogen bond patterns, and has been accepted as a “gold standard” [24]. Not all PDB files contain structure fields, and when they are present, they may not be complete [24]. The PDB uses DSSP secondary structure
as a default in its Sequence Chain View, as shown in Figure 5.

![Sequence Chain View](image)

Figure 5: PDB sequence chain view example  
Source: PDB [25]

### 2.3 BioJava Library

The open-source BioJava project provides a Java framework for processing biological data [26]. It provides a toolkit of modules and APIs that load and parse pdb files, perform standard sequence and structure alignments, and allow the manipulation of sequences and 3D structures [27]. BioJava models data from a PDB file as a `Structure` object with methods for accessing header information and data. Unlike a PDB file, `Structure` maintains data as a hierarchy of sub-objects [28] facilitating the use of object oriented programming to access the data. The BioJava library provides functionality similar to both BioPerl [29] and Biopython [30] and uses Java, the same language as Google Web Toolkit discussed in §3.2.1.

### 2.4 Local vs Global Structural Alignment

Global structural alignment seeks an alignment optimization over the overall three dimensional structure of two proteins or chains. Local structural alignment seeks an alignment optimization over local parts of proteins or chains. Whole protein structures may contain information that interferes with optimizing the structural alignment of functional sites. Some alignment methodologies refine alignment by discarding atom pairs that diverge by more than some threshold.

Use cases for local alignment involve examination of relationships between structural arrangements where information from specific parts of molecules are to
be used to the exclusion of others. For example, superpositions between neomycin-bound and paromomycin-bound ribosomes were performed while excluding “disordered or flexible” regions of 23S rRNA in [31]; in another example, an alignment between BRCA1-BARD1 and Ring1B-Bmi1 was performed using BRCA1 residues 2255 and 6076 and Ring1B residues 4979 and 86102 [32]. In a related use case, local alignments may be used to align and measure RMSD between existing and modeled structures [33], or in nanostructure modeling, as in [34], where local alignments were used to dock L-shaped monomers and KL complexes using four researcher-specific atoms.

2.5 Related Work

Existing structural alignment tools perform both global and local structural alignments. Structural alignment tools such as VAST [35] and DALI [36] perform alignment based primarily on secondary structure [4]. SSAP [37], based on DSSP [38, 39] employs a standard dictionary of secondary structure. Rosetta@home [40], the protein structure prediction distributed computing project, performs comparisons between sub-sequences of protein structure as part of computing predicted structure. Flexible structure AlignmenT by Chaining Aligned fragment pairs with Twists (FATCAT) [41] is available as a web-based tool that provides flexible pairwise 3D structure alignments. These tools and others use global alignment techniques.

While tools such as VAST [35, 42] employ identification of similar secondary structure elements as a step in producing global alignment, they do not offer a researcher the ability to select a local substructure and align proteins in favor of minimizing RMSD between the selected query and reference substructures. A commercial application named DS ViewerPro, from Accelrys, Inc., allows a researcher to select individual atoms to be aligned, but not to select amino acids for
3D structural alignment other than by selecting individual atoms of the residue.

Another application, Visual Molecular Dynamics (VMD) [43], allows alignments based on user selected residues restricted to the same positions in each primary sequence, i.e., the residues in positions $i$ through $j$ of one sequence must be aligned with the residues in the same positions $i$ through $j$ of another sequence when using only residue numbers. To align residues with different numbers in each sequence, VMD users must specify the residue number together with another attribute such as the name for the residues in each sequence, e.g. (resid 10 and resname "GLY") or (resid 9 and resname "GLY") [44]. The Basic Local Alignment Search Tool (BLAST) [45] searches for regions of similarity between amino acid sequences, i.e., primary structure, not 3D shapes and coordinates.

The PyMOL molecular visualization system [46, 47, 48] application allows both local and global structural alignment in subscriber and open source versions. PyMOL’s GUI pair fitting wizard performs local structural alignments, and allows manual selection of atom pairs by zooming in on and clicking atom pairs in a graphic three dimensional model, or by command line syntax followed by a call to the pair_fit function. Selection of individual atom pairs through the GUI, analogous to the atom selection method of DS ViewerPro, has been termed “tedious” in SBGrid Consortium PyMOL documentation, which recommends scripting instead [49]. The pair_fit function performs the structural alignment and returns the RMSD of the aligned residues. Another PyMOL alignment function, align [50], combines sequence alignment and structural alignment algorithms that iteratively discard atoms from the fitting process and re-fit after each iteration.

Unlike PyMOL and VMD, MolLoc (Molecular Local surface comparison) [51] is a web based application that performs recognition and comparison of similar regions of Connolly molecular surfaces [52] including binding sites, cavities or ar-
bitrary residue selections for two structures in PDB format, but does not allow
direct comparison of structure. The MolLoc web server no longer appears to be available [53].

Some published comparisons of structural alignment techniques, e.g., [54, 55, 56], focus on global structure alignment tools. We are unaware of existing structural and sequence alignment web applications that offer the web based local protein structure alignment capabilities this work seeks to develop.
CHAPTER 3
Methodology

3.1 Minimum RMSD Computation

Protein structural alignment between a query structure and a reference structure is an optimization that endeavors to align spatial structures so as to minimize the RMSD distance between the aligned input structures. Results may be expressed as the rotation and translation of the three-dimensional atomic coordinate sets of each input structure, such that the molecules may be superpositioned with the minimal RMSD. For two sets of $n$ coordinates $a$ and $b$ in $\mathbb{R}^3$, a transformation from $a$ to $b$ may be written as

\[ Ma_i + t = b_i \]  

where $M \in \mathbb{R}^{3 \times 3}$ is an orthogonal matrix with determinant 1, and so serves as a rotation matrix, and $t \in \mathbb{R}^3$ serves as a translation. Given $a_1 \ldots a_n$ and $b_1 \ldots b_n$, $M$ is the solution to an orthogonal Procrustes problem, which may be computed using singular value decomposition [57]. Given two sets of 3D atom coordinates, the BioJava class `SVDSuperimposer` [58] uses singular value decomposition to compute a translation from the center of the second structure to the first, and a rotation from the coordinates of the second structure to the first. After receiving user input selecting amino acids to align, PLAT uses the $\alpha$-carbon atom coordinates of each amino acid as input coordinates for `SVDSuperimposer`.

3.2 Application Design Pattern

The PLAT application design is based on the Model-View-Controller (MVC) design pattern, which separates components according to whether they represent the data, display the data, or provide data to view components [59]. PLAT uses the
data modeled by the PDB, computes additional data with its server components, and presents data through its web components. PLAT uses executables that run in the browser environment to provide a user interface, and uses executables running in a server environment to access the PDB and perform structure alignments and other computations.

Separating the display of content in the browser from the acquisition and computation of data on the server increases the extensibility of PLAT by decoupling components so that they may be modified independently, contingent only on communicating through interfaces in ways independent of underlying implementation. Changes and additions can be made to the presentation components of PLAT without affecting computation components, and vice versa. For example, the local alignment algorithm can be changed without modification to the components that display data and collect user input. If an entirely separate alignment algorithm were added to PLAT, such as a global alignment, the changes required to the display components could be restricted to adding an interface element that enables the user to choose which algorithm to use.

3.2.1 Google Web Toolkit

The Google Web Toolkit (GWT) is used to provide the view components, i.e., the user interface, of PLAT. GWT provides tools to facilitate developing Internet applications with cross-browser compatibility [60, 61]. Web browsers generally retrieve and render information from the World Wide Web. While there are standards established by standards bodies such as the World Wide Web Consortium (W3C) [62], browsers may implement a standard in different ways, or may implement different standards. Code optimized for use in one browser may not be rendered the same way by another browser, necessitating browser-specific versions to achieve uniform rendering or functionality across browsers. GWT features a
compiler that converts Java source code into multiple browser- and locale-specific versions of JavaScript, thereby adding a layer of abstraction between developer generated code and code supplied to browsers and increasing reusability of code [63]. In developing a GWT application, the user creates a single Java application that will be compiled into an equivalent JavaScript application with browser-specific versions [63]. The PLAT application user interface is an application in itself developed using GWT.

GWT is well-suited for use with a Model-View-Presenter (MVP) pattern, an extension of the MVC pattern where the Presenter provides control function for the view, and a separate AppController provides control function for logic not specific to a presenter [64]. The AppController component of the MVP pattern controls history events that represent various states within the application; PLAT in its current form does not have a requirement to maintain history.

GWT facilitates user interface performance because it improves browser page loading time by facilitating the loading of required resources only. In PLAT pages, resources other than those on the minimal initial screen are loaded when needed in response to user actions. GWT also places the burden of client rendering on the client browser using browser-specific javascript rather than on the server.

3.2.2 Server Components

The components of PLAT that access and cache data from the PDB and perform computations such as structural alignments are executed as Java Servlets on an Apache Tomcat server [65]. The servlets provide RESTful web services, receiving requests, performing computations, and sending responses via http, allowing the browser user interface (UI) components to interact with them. The BioJava library is used by PLAT servlets.

REST does not specify a particular format for data requests and responses [19],
and both Extensible Markup Language (XML) and JavaScript Object Notation (JSON) are commonly used. Most PDB web services provide XML formatted responses. PLAT servlets communicate with PDB web services with components from the BioJava library, while PLAT servlets provide JSON encoded responses to the UI. JSON uses key-value pairs, and is generally though not necessarily more compact and more human readable than XML.

### 3.2.3 Jmol Interactive Viewer

PLAT uses the Jmol [66] applet to provide a 3D interactive view of aligned structures. Jmol can read many file types, including PDB. When an alignment is performed, PLAT constructs a pdb file to be rendered by Jmol.

### 3.3 User Interface Design and Object Interaction

The user interface design provides users with the ability to:

1. Retrieve and display chains contained in a PDB file

2. Retrieve and display the amino acid sequence of a chain, together with its secondary structure annotations

3. Retrieve and display chains contained in an additional PDB file

4. Retrieve and display the amino acid sequence of a additional chain, together with its secondary structure annotations

5. Select amino acids from the displayed chains for local alignment

6. Display the translation and rotation that provides the minimum RMSD between the selected amino acids of each chain

7. Display the visual superposition of the two chains resulting from applying the calculated rotation and translation to the second chain
3.3.1 Main User Interface

The user interface (UI) consists largely of nested objects developed with GWT. Figure 6 shows the initial state of the UI when no data has been selected for analysis. Aside from the title at the top and the Align button at the bottom, the UI presents two instances of the sequence user interface panel SequenceUIPanel, which in turn contains several other panels, as shown in Figure 7, each developed with GWT, and each providing a user interface for viewing data or requesting an action.

Figure 6: The initial UI state showing two SequenceUIPanel instances with no data presented

3.3.2 PDB Chains

From a UI perspective, to start a local alignment with PLAT, the user specifies a PDB entry id in the text field in the getPDBPanel shown in Figure 7 and clicks the Get PDB Info button, signaling PLAT to update and label the drop-down list containing the available chains, as shown in Figure 8.
Figure 7: Major parts of the empty SequenceUIPanel labeled in red

Figure 8: UI updates after requesting a PDB id

In terms of objects, clicking the Get PDB Info button signals the UI to send an HTTP request for the amino acid chains of the PDB id from the web browser to the PLAT PdbChainFetcher servlet; the servlet then uses the BioJava library to request a PDB entry file from the PDB API, which it then incorporates into a BioJava Structure object. The servlet obtains the list of available chains from the Structure object, JSON-encodes the list, and returns the JSON encoded list as an HTTP response to the web browser, where the UI updates a label for the drop down menu to show the PDB entry id, parses the JSON encoded list of chains and uses the data to populate the drop down menu in the chooseChainPanel. The sequence of interactions is shown in Figure 9.

3.3.3 Sequences, Secondary Structure, and Amino Acid Selection

With a chain selected, the user can click the Get Sequence for Chain button, and PLAT will populate the targetSelectPanel with rows of primary and
secondary structure information. Rows are displayed in sets of two, where the lower part of each set shows the single character amino acid abbreviation, and the upper blue-highlighted part shows the secondary structure code. Figure 10 shows an example with three sets of rows. Each amino acid or secondary structure code has a mouseover that displays relevant details of the item: pdb id, chain, sequence number, secondary structure annotation in the case of structure, and amino acid symbol in the case of amino acids. A secondary structure mouseover is displayed in Figure 10. The rows, the secondary structure labels, and the mouseovers provide hints to facilitate user navigation of the structure similar to those provided in the PDB *Sequence Chain View*, in Figure 5. Similar functionality is available when the user clicks the *Get Atoms for Chain* button.

The PLAT amino acid rows are comprised of objects that enable user selection of amino acids with visual feedback. The objects are based on the GWT *TextBox* class [67], with GWT dependent styling [68] that is displayed based on whether or not the box has been selected by the user; the UI displays selected amino acids.
Figure 10: Display of amino acids and secondary structure

with a yellow background. The TextBox objects are assigned uniform sizes, and each TextBox stores information about what amino acid it represents, as seen on the mouseover, in its object id. The UI does not need to compute cursor position or similar information about what was clicked; instead, the object sends a message containing the object id to the click handler. When the user clicks a TextBox, the click handler toggles selection status for the box with the correct id and any other affected boxes according to common practice for key-modified UI clicks; the click handler can address the objects by id without knowing where they are in the document or on the page. For example, a shift-click causes all the amino acids from the last one selected to the newly selected one to be added to the selection, while an unmodified click selects the current amino acid and deselects all others.

To implement the acid and structure rows, PLAT departs from a pure MVC design pattern by employing a local model of data within the UI, largely in the form of arrays, to maintain the state of its display and selection functionality, only sending the state information to a servlet when the user initiates an action that requires the selection data.

SAX Parsing

The sequence of interactions between the UI and other objects follows a similar model to that shown in Figure 9. For sequence information and atom coordinates, PLAT servlets use the BioJava library to obtain amino acid data from PDB web
services, but, for secondary structure, PLAT servlets obtain data from the PDB DAS third party annotation web service pdbchainfeatures [20] and parse it using a Simple API for XML (SAX) [69] parser. SAX parsing uses an event-based model to parse an input stream as XML elements are started and completed, without parsing and maintaining a model of an entire xml document [70], in contrast to Document Object Model (DOM) [71] parsing, which creates a model of all XML elements that in some approaches must be traversed when accessing a single element. The pdbchainfeatures web service returns annotation types other than DSSP; a single amino acid may have several annotations. PLAT defines a DSSP_START event that allows its SAX parser to ignore non-DSSP annotations without attempting to parse them.

### 3.3.4 Local Alignment

Solution of the orthogonal Procrustes problem requires that each structure have the same number $n$ coordinates, so the user must select the same number of amino acids from each chain. PLAT does not enforce a constraint that amino acids selected in each panel need be consecutive or adjacent. Adjacency is not necessary for the computation to succeed, though the results may be uninterpretable. The feature is left in place, though, to allow exploration. With appropriate amino acids selected, as in Figure 11, the user may click Align.

When the computation is complete and the result returned, the UI displays an $R^{3 \times 3}$ rotation matrix and an $R^3$ translation, which, when applied to the coordinates of the chain in the second SequenceUIPanel, will minimize the RMSD between the selected sequences of coordinates; the minimized RMSD after rotation and translation is displayed as well. The UI also displays a Render alignment in JMOL button. Figure 12 displays example output.

As in the case of obtaining sequence and structure data, UI behavior and
interaction with other objects is similar to that shown in Figure 9. When the computation is complete, a servlet applies the alignment to the second chain to compute a superposition and produces a pdb file containing the resulting coordinates to act as input for Jmol. When a user invokes Jmol, the UI opens a new web page that includes the Jmol applet, which in turn renders the pdb file. Figure 13 illustrates the Jmol rendering page.
Figure 13: Example Jmol page
CHAPTER 4

Results

4.1 Development Objectives

PLAT meets the objective of being web-based, and its UI operates within the constraints of presenting rows of repeated objects. The use of GWT to create Javascript code for different browsers reduces the complexity of maintaining the UI and the use of arrays of TextBox objects reduces selection update complexity to that of traversing an array. PLAT meets the objective of facilitating correct identification of selected items through the use of graphical selection of amino acids displayed with secondary structure and position attributes. Finally, PLAT meets the objective of obtaining data from the PDB through the use of PDB APIs, BioJava, and web services, thus providing opportunities to extend functionality through further use of APIs or the addition of servlets that do not require modification to other parts of the application. Source code for PLAT is posted on the Github PLAT site [72].

4.2 Observed Differences Between Local and Global Alignments

Among structural features of proteins that determine protein function, specific functional sites may be of particular importance [2]. To examine the effects of the difference between local and global structural alignment, we compare alignments of proteins from the Ras superfamily, a group of proteins that act as switches that activate or inactivate cellular functions [73] through GDP/GTP bindings, where, for example, a GTP-binding protein binds to guanosine triphosphate (GTP) to activate a protein, or binds to guanosine diphosphate (GDP) to inactivate the protein [74].

Ras superfamily members conserve five G domains, regions related to
GDP/GTP bindings [3]. The G1 domain contains a phosphate binding loop (p-loop) with sequence GXXXXGK[S/T], where X may be any amino acid and the last amino acid may be S (Serine) or T (Threonine). PDB entries 121P and 1A2B are members of the HRas and RhoA subfamilies of the Ras superfamily. A global alignment and superposition of 121P and 1A2B performed with FATCAT [41] is shown in Figure 14.

![Figure 14: FATCAT global alignment and superposition of PDB structures 121P and 1A2B](image)

The p-loop for 121P may be found as the sequence GAGGVGKS, starting at amino acid sequence position 10, and the p-loop for 1A2B as GDVACGKT, starting at amino acid position 9. Figure 11 shows the PLAT UI with the p-loop amino acids selected. The superposition of 121P and 1A2B resulting from a local alignment with PLAT is shown in Figure 15.

Using only the coordinates of the p-loop α-carbons, Figure 16 displays the effects of global versus local alignment on the superposition of the 121P and 1A2B p-loops using (a) FATCAT [41] global alignment and (b) PLAT local alignment. Numeric values indicate the distance in Å between the corresponding α-carbons, which are more closely aligned using local alignment.

As part of the protein-structure function analysis using self-organizing maps in [76], global alignments with FATCAT and p-loop based local alignments with
PLAT against 121P were performed using the PDB IDs listed in Table 5, which shows the hierarchical relationship of the Ras superfamily and the PDB IDs used for analysis. Cluster dendrogram models based on the alignment results were constructed using \texttt{hclust} in R [77, 78]. In these models, shown in Figure 17, global alignment clusters have significantly greater height than local alignment clusters, and thus significantly greater homogeneity, suggesting that small misalignments of the p-loops resulting from global alignment may be more predictive of protein
functionality. This experiment contradicted our expectation that local alignments would be more predictive due to the elimination of alignment “noise” resulting from other parts of global structure.

<table>
<thead>
<tr>
<th>Family</th>
<th>Subfamily</th>
<th>PDB ID</th>
</tr>
</thead>
<tbody>
<tr>
<td>Ras</td>
<td>HRas</td>
<td>121P, 1QRA, 1CTQ, 1P2S, 1AGP</td>
</tr>
<tr>
<td></td>
<td>KRas</td>
<td>4DSN</td>
</tr>
<tr>
<td>Rho</td>
<td>RhoA</td>
<td>1A2B, 1CC0, 1CXZ, 1DPF, 1FTN</td>
</tr>
<tr>
<td>Rab</td>
<td>Rab1A</td>
<td>2FOL, 2WWX, 3SFV, 3TKL</td>
</tr>
<tr>
<td></td>
<td>Rab1B</td>
<td>3JZA</td>
</tr>
<tr>
<td>Arf</td>
<td>Arf1</td>
<td>1HUR</td>
</tr>
<tr>
<td></td>
<td>Arf2</td>
<td>1U81</td>
</tr>
<tr>
<td></td>
<td>Arf3</td>
<td>1RE0</td>
</tr>
<tr>
<td></td>
<td>Arf4</td>
<td>1Z6X</td>
</tr>
<tr>
<td>Ran</td>
<td></td>
<td>1I2M, 1IBR, 1RRP, 3CH5, 3EA5, 3GJ3</td>
</tr>
</tbody>
</table>

Table 5: Hierarchy of the Ras superfamily and the list of proteins used for analysis. (Source: [76])

Figure 17: Cluster dendrograms of results of (a) local alignment and (b) global alignment of the Ras Superfamily. (Source: [75])

The FATCAT global alignment between PDB entries 121P and 1A2B produced a 0.625 Å RMSD between the p-loop α-carbons, versus 0.212 Å generated by PLAT local alignment of the p-loops. A global alignment using the PyMOL align
function produced a 0.466 Å RMSD alignment between the p-loop α-carbons. Further work will be required to compare the effects of lower RMSD between p-loops produced by global alignments using PyMOL align on clustering characteristics to those observed using FATCAT in protein-structure function analysis as in [76].

4.3 Comparison of PLAT and PyMOL Local Alignment Results

In the p-loop example, PLAT returns numeric results that compare to those of PyMOL pair fit; PLAT and PyMOL represent values using different precision, resulting in slightly different output. To calculate rotation, translation, and RMSD, BioJava SVDSuperimposer uses Java double representations [58, 79] while PyMOL uses Python float representations [80]. Table 6 displays the rotated and translated coordinates of the 1A2B p-loop locally aligned with the 121P p-loop as reported by both PLAT and PyMOL. Both sets of coordinates return a rounded RMSD of 0.212 versus the 121P p-loop coordinates.

4.4 Comparison of Identical Structures

PLAT has been tested to align identical structures, i.e., to align an amino acid sequence to itself by using the same sequence and selecting the same residues in each sequence panel. As expected, PLAT returns a 3 × 3 identity matrix for rotation, and a zero matrix for translation aligning a structure with itself.
Table 6: α-carbon coordinates returned by PLAT and PyMOL pair_fit for the p-loops of PDB structures 1A2B and 121P.
CHAPTER 5

Conclusions and Further Work

5.1 Conclusions

We have presented a tool that performs structural protein alignments using local structures, and demonstrated that its local structural alignments have the ability to align local structures, including functional centers such as p-loops, more closely than global structural alignments. The tool is web-based, uses a graphical user interface, and obtains data from the PDB.

5.2 Further Work

Further work on PLAT will focus on the user interface and alignment functionality. The user interface input methods should be tested for usability. Error handling and other communication with the user may also be made more robust. For example, a requirement of the SVD technique used by PLAT and PyMOL is that each structure needs to have the same number of coordinate vectors. When the number of coordinates is unequal, PLAT fails gracefully but without warning to the user. Similarly, although PLAT returns the correct result, it does not warn the user when identical structures are being compared, so additional informative communications from PLAT to the user will improve usability. User testing by researchers with use cases requiring alignments between specified residues or atoms to the exclusion of others, such as in [31] and [32], would aid the improvement of usability as well. PLAT currently uses data from the PDB, and configuring PLAT to accept user-supplied structures will enable it to work with modeled structure use cases, as in [33] and [34].

Functionally, although PLAT has demonstrated the ability to return valid results, additional validity testing is required, particularly for edge cases. PLAT
uses the Java applet version of Jmol, which currently requires users to modify security-related browser and system settings; an upgrade to an HTML5 version would simplify use, as would a change to another visualization system such as PyMOL.

PLAT can be extended to support multiple alignments against a single reference molecule; the current architecture will facilitate the addition of what will largely be more instances of existing components. PLAT results can be made persistent and downloadable by storing them in a user accessible file, requiring the addition of UI and servlet components.

PLAT rendering performance for larger molecules could be evaluated, as well as performance limits for servlets and limits for PDB data access. To improve multi-user access, per-user storage and retrieval of results could be added.

The PLAT superposition methodology may be applied to any atoms in a structure in the same way as it is applied to amino acid residue $\alpha$-carbons. The PLAT atom user interface accessible via the \texttt{SequenceUIPanel Get Atoms for Chain} button uses single character symbols for atoms, so additional development of that interface will improve usability.

PLAT currently uses data from the PDB, and configuring PLAT to accept user-supplied structures will enable it to work with modeled structure use cases, as in [33, 34].
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APPENDIX

Appendix A

<table>
<thead>
<tr>
<th>Amino Acid</th>
<th>Single Character Code</th>
<th>3 Character Code</th>
</tr>
</thead>
<tbody>
<tr>
<td>Alanine</td>
<td>A</td>
<td>Ala</td>
</tr>
<tr>
<td>Cysteine</td>
<td>C</td>
<td>Cys</td>
</tr>
<tr>
<td>Aspartic acid</td>
<td>D</td>
<td>Asp</td>
</tr>
<tr>
<td>Glutamic acid</td>
<td>E</td>
<td>Glu</td>
</tr>
<tr>
<td>Phenylalanine</td>
<td>F</td>
<td>Phe</td>
</tr>
<tr>
<td>Glycine</td>
<td>G</td>
<td>Gly</td>
</tr>
<tr>
<td>Histidine</td>
<td>H</td>
<td>His</td>
</tr>
<tr>
<td>Isoleucine</td>
<td>I</td>
<td>Ile</td>
</tr>
<tr>
<td>Lysine</td>
<td>K</td>
<td>Lys</td>
</tr>
<tr>
<td>Leucine</td>
<td>L</td>
<td>Leu</td>
</tr>
<tr>
<td>Methionine</td>
<td>M</td>
<td>Met</td>
</tr>
<tr>
<td>Asparagine</td>
<td>N</td>
<td>Asn</td>
</tr>
<tr>
<td>Proline</td>
<td>P</td>
<td>Pro</td>
</tr>
<tr>
<td>Glutamine</td>
<td>Q</td>
<td>Gln</td>
</tr>
<tr>
<td>Arginine</td>
<td>R</td>
<td>Arg</td>
</tr>
<tr>
<td>Serine</td>
<td>S</td>
<td>Ser</td>
</tr>
<tr>
<td>Threonine</td>
<td>T</td>
<td>Thr</td>
</tr>
<tr>
<td>Valine</td>
<td>V</td>
<td>Val</td>
</tr>
<tr>
<td>Tryptophan</td>
<td>W</td>
<td>Trp</td>
</tr>
<tr>
<td>Tyrosine</td>
<td>Y</td>
<td>Tyr</td>
</tr>
</tbody>
</table>

Table A.1: 20 Common Amino Acids and their Codes in the Protein Data Bank
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